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Abstract: In the connected society an increasing part of the work conducted in companies involves others companies. Business-webs represent this tendency of putting together partners, suppliers, distributors, providers and customers in the business process. This multi-organizational collaboration, however, introduces some management difficulties. Groupware technology, which has advanced substantially in the study of workgroup coordination, has been developing concepts that may help in the development of e-business applications. This paper discusses how the principles of Groupware Engineering, more specifically the workflow and the coordination of interdependent tasks, foster e-business applications.
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1. INTRODUCTION

A growing portion of work in companies and institutions no longer is conducted on an individual basis with a single person working alone until a job is finished. Increasingly, work is conducted on a collaborative basis. This trend is due partially to an increase in the complexity of tasks, which now
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require multidisciplinary skills, and the need to involve different areas within a company working together to deliver goods and services to end-customers.

This trend toward collaborative work is noticed not only within companies, but also among different companies, which are reaggregating their values in what has been called business-webs (b-webs), one of the driving forces of the digital economy. A bweb is defined as “a distinct system of suppliers, distributors, commerce providers, infrastructure providers, and customers that use the Internet for their primary business communications and transactions” [1].

The creation of shared spaces and the exchange of information supported by groupware provides for distributed and decentralized collaborative work. The environments for sharing information and conducting commercial transactions enabled by e-business technologies (particularly by the b-webs) perfectly fit these notions of shared space and collaborative work. Therefore, e-business technologies should be developed keeping an eye on groupware achievements.

The objective of our research is the formulation of Groupware Engineering, aiming to identify the elements needed to develop collaborative applications. The collaboration model behind this approach is called the 3C model (Communication, Coordination, Cooperation), based on the work of Ellis et al. [2]. In this paper, coordination aspects of this collaboration model and their relation to e-business technologies are emphasized by means of the application of a workflow model to a b-web.

This paper is organized as follows: Section 2 presents the proposed Groupware Engineering approach and the 3C model; Section 3 shows the coordination model; Section 4 discusses how the coordination model and other concepts of Groupware Engineering may be applied to b-webs; finally, Section 5 presents the concluding remarks.

2. GROUPWARE ENGINEERING

Software Engineering, which has advanced substantially in the development of single-user applications and recently started addressing the human factor problem [3], fails to cope with the group aspects so needed in collaborative applications [4]. The formulation of Groupware Engineering, based on Software Engineering, enhanced by concepts originated from the fields of CSCW and CHI, seems suitable for developing e-business applications [5].

In order to put the groupware development cycle into context, the classic phases of software development [6] are shown in Figure 1 together with the topics that are being studied on this research project. The domain analysis
phase is elaborated on in this paper following a collaboration model based upon the concepts of communication, coordination and cooperation (Section 2.1).

![Diagram of software development process]

**Figure 1.** Classic cycle of software development in Software and Groupware Engineering

General groupware requirements are elicited in the requirement analysis phase [7]. Although very important for groupware development, these requirements seldom are clear enough to enable a precise specification of the system behavior. This is due to the fact that “we have only a sketchy knowledge of how people collaborate, and translating what we know into effective designs is difficult” [8]. For this reason, the Groupware Engineering proposal reinforces the use of design and implementation methodologies that accommodate the continuously evolutionary nature of groupware.

To provide instruments for the project phase, where the software is conceived in a manner that satisfies the requirements, toolkits and the concepts of groupware components, component architectures and UML language extensions are necessary [9], [10]. The component-based architecture is specially suited for multi-organizational systems, like the b-webs, because teams from different companies are able to develop components that assemble or increment the system.

In the implementation phase, the choice for an incremental process is natural, since collaborative systems are specially prone to failure [11] and they demand iterative evaluation during the development. This model of
implementation builds the software in small operational parts called “increments” [6], which are used for further evaluation of the requirements and fail or deficiency detection. After this cycle, a new increment is developed, normally incorporating the previous one.

2.1 The 3C Collaboration Model

Despite its advantages, collaboration requires additional effort to coordinate the members of a group. Without such coordination, much of the communication effort will not be taken advantage of during the cooperation. That is, for the group members to be able to operate together in a satisfactory manner it is necessary that the commitments that have been assumed during the participant interaction be carried out during joint work in shared space.

In order to make collaboration possible, information about what is happening is also required. This information is supplied through the awareness elements that capture and condense the information that has been collected through interaction between the participants. To become aware, in this context, is to acquire information through the senses about what is happening and what other people are doing. The diagram shown in Figure 2 summarizes the main concepts of the 3C model discussed above.

![Figure 2. Overview of the 3C Collaboration Model](image)

Despite the separation of these concepts for the purpose of analysis, it is not always possible to consider them monolithically, since they are
intimately dependent and inter-related. Details of the main elements of the diagram and their inter-relationships are presented below.

**Communication**

In collaboration it is important to ensure the understanding of the message in order to guarantee that the intention of the sender results in commitments assumed by the receiver, or by both. However, there is no way to check if the content that was received is equivalent to that which was sent, and if the receiver assimilated it. A communications failure thus would consist of disagreement between the intentions of the sender and the actions of the receiver who carries out the commitments.

Communication is conducted through expression elements that are available in the environment. The sender encodes the message using the available expression elements. The message is transmitted through the awareness channel. The receiver has access to the message through the awareness elements that are available in the environment.

Conversation for action generates commitments [12]. In order to ensure compliance with these commitments and the realization of collaborative work through the sum of individual labor, it is necessary to coordinate the activities. This coordination organizes the group in a manner that avoids the loss of communication and cooperation efforts and ensures that the tasks are carried out in the correct order, at the right time and in compliance with the restrictions and objectives [13].

**Coordination**

Some activities involving multiple individuals do not require formal planning. Activities linked to social relationships are well controlled by the so-called social protocol, characterized by the absence of explicit coordination between the tasks and by the confidence in the skills of the participants to mediate the interactions, as normally occurs during text chats and videoconferences (the coordination is culturally established and strongly dependent on mutual awareness). On the other hand, activities that are more directly aimed at work or business relationships require sophisticated coordination mechanisms in order to guarantee the success of the collaboration, as is the case of workflow systems and the b-webs.

In practice, however, it is not always clear what should be left to the social protocol and what must have a coordination mechanism associated with it. The ideal is that collaborative systems do not impose rigid standards of work or of communication. Another big challenge upon proposing coordination mechanisms for group work is to make them sufficiently flexible so they adjust to the dynamics of the interaction among the participants as well as avoid conflicts.
Conflicts may occur as a result of problems of communication or awareness or through differences in the interpretation of a situation or a subject of interest [14]. Coordination must deal with the conflicts that harm the group, such as competition, disorientation, problems of hierarchy, diffusion of responsibility, etc. [15].

In order for there to be coordination, awareness information is essential for transmitting changes in plans and to help carry out the commitments that have been assumed. The members of the group have to understand how the work of their partners is getting along: what was done, how it was done, what needs to be done until it is finished, what are the preliminary results, etc. [16], so as to avoid unnecessary duplication of effort during the cooperation process.

**Cooperation**

Communication and coordination, although vital, are not enough: “it takes shared space to create shared understandings” [17]. Cooperation is the joint operation of the members of a group within a shared space that strives to accomplish tasks that are managed through coordination. Individuals cooperate by producing, manipulating and organizing information, building and refining cooperation objects such as documents, spreadsheets, charts, etc. In order to work with these objects, the members of the group count on expression elements. Awareness elements supply information about the changes made in the shared space.

The designer of a virtual environment must anticipate what awareness information is relevant, how it can be obtained or generated, where the awareness elements are necessary, how to present them and how to give individuals control over them. Excessive information can cause overload and complicate the flow of the collaboration. To avoid overload, it is necessary to balance the need to supply information with that of preserving attention to the work.

The 3C model, elaborated during the domain analysis phase (see Figure 1), forms the basis for the following phases of Groupware Engineering. For example, the requirements are separated into communication, coordination and cooperation ones. In the implementation phase, the system may be developed over a general collaboration framework, that implements functionalities common to all services of a groupware. Coupled to this framework there are communication, coordination and cooperation frameworks. Each groupware tool (component) is coupled in one of these frameworks according to its functionality.

The next section details one of the central aspects of collaboration, which is particularly important in the e-business arena: coordination.
3. DEFINING AND MODELING COORDINATION

Coordination, in a broad sense, may be defined as the activities responsible to ensure the effectiveness of the collaborative work. In this broad sense, coordination is a synonym of what has been called articulation work, defined as “a set of activities required to manage the distributed nature of cooperative work” [18]. Among the activities of articulation work, the identification of the objectives of the group work, the mapping of these objectives into tasks, the participants’ selection, the distribution of tasks among them, and the coordination (in a narrow sense, as it will be seen below) of tasks execution can be mentioned.

Coordination, in a narrow definition, is “the act of managing interdependencies between activities performed to achieve a goal” [19]. In this sense, coordination is the most important part of the articulation work because it represents the dynamic aspect of articulation, demanding renegotiation almost continuously during a collaborative effort.

Coordination, in its broad definition, is essential to any kind of collaboration. In spite of that, in its narrowest definition, coordination does not need to be explicitly implemented for the computer-supported realization of some kinds of collaborative activities, such as those related to social relations, whose activities generally are well coordinated by the valid social protocol.

On the other hand, there is a large group of activities that require sophisticated coordination mechanisms in order to be efficiently supported by computer systems. In this kind of activity, tasks depend on one another to start, to be performed, and/or to end. This kind of coordination is essential in business processes and is generally implemented by means of workflow management systems.

A workflow is a system that helps “to automate the processing of policies and procedures in an organization” [20]. More formally, the Workflow Management Coalition (WfMC) defines a workflow as “a process definition that consists of a network of activities and their relationships, criteria to indicate the start and termination of a process, and information about the individual activities, such as participants, associated IT applications and data, etc.” [21]. Two important contributions of workflow technologies are the separation of the business process logic from the implementation of the activities and the connection of independent activities, allowing the migration “from islands of automation to system support for the overall business process” [22].

The increasing globalization of the world economy created the necessity of interorganizational workflows, which cross a single organization boundary, being composed of several organizations working cooperatively
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The first class of problems deals with the integration of heterogeneous software environments in a common communications infrastructure. These problems can be roughly summarized by the difficulties of establishing an “interoperability contract” [23] among the cooperative organizations. This “contract” must establish, among other things, which workflow engines within an organization are capable of interoperating with which engines within other organizations, the transport technology, the communication protocol, security policies and exception handling. The XML (eXtensible Markup Language) is rapidly becoming the lingua franca for these “contracts”. The WfMC is currently working on standards addressing these issues [24].

The other class of problems—those related to the coordination of cooperative workflows—appears in a higher abstraction level. Here, it is assumed that the communications environment is well defined by the partners and the major concerns are related to the coordination of interdependent activities. In order to deal with this kind of problem in single or multi-organizational workflows, we developed a coordination model, which will be presented in the following.

3.1 The Coordination Model: Task Interdependencies

In the context of this work, a collaborative activity is defined as a coordinated set of tasks realized by multiple actors in order to achieve a common goal. Thus, a task, either atomic or expressed as a group of subtasks, is one of the building blocks of any collaborative activity. A group of subtasks could be considered to be a task when it presents no external interdependencies, that is, no interdependencies with another task that does not belong to the group. This definition of task enables the modeling of collaborative activities using several abstraction levels (see Figure 3), which facilitates the coordination specification and management.

Interdependency is a key concept in the coordination theory—if there are no dependencies between tasks to be performed in a collaborative effort, there is nothing to coordinate. The approach task/interdependency is a step toward giving flexibility to coordination mechanisms, which is crucial to further use of this kind of mechanism.

One of the advantages of the separation task/interdependency is the possibility of altering coordination policies by simply altering the
coordination mechanisms for the interdependencies, without the necessity of altering the core of the collaborative system. Additionally, interdependencies and their coordination mechanisms may be reused. It is possible to characterize different kinds of interdependencies and identify the coordination mechanisms to manage them, creating a set of interdependencies and respective coordination mechanisms capable of encompassing a wide range of collaborative applications [25].

![Diagram of tasks and collaborative activities]

*Figure 3. Hierarchical model of tasks and collaborative activities*

According to the coordination model by Ellis and Wainer [26], there are two levels of coordination, one related to the activity level (temporal—the sequencing of tasks that make up an activity) and the other related to object level (resource—“how the system deals with multiple participants’ sequential or simultaneous access to some set of objects”).

**Temporal interdependencies**

Temporal interdependencies establish the relative order of execution between a pair of tasks. The set of temporal interdependencies of the proposed model is historically based on temporal relations defined by J. F. Allen [27], [13]. He proved that there is a set of seven primitive and mutually exclusive relations that could be applied over time intervals. The adaptation of Allen’s primitives to the context of collaborative activities takes into account that any task T will take some time (from i to f) to be performed.

However, the merely descriptive characteristic of Allen’s temporal relations allows for different interpretations of a single interdependency. For example, suppose that tasks A and B are associated by the equals relation, one of Allen’s temporal interdependencies, which establishes that both
intervals start and finish at the same instant. In this situation, what should the coordination mechanism do when task A is ready to begin, but not task B? Should it block the execution of task A until task B is ready (passive interpretation), or should it force the start of task B to guarantee that the interdependency will be respected (active interpretation)? In a different situation, if it is said that task A occurs before task B, what should be done when task B is ready but not task A? Should the coordination mechanism block task B until the end of task A, or should it allow the execution of task B, blocking future executions of task A (which would violate the relation)? For all of these reasons, it was necessary to make some adaptations to Allen’s basic relations [28].

The first adaptation deals with active and passive interpretations, as discussed above, by means of two operators: \textit{enables} and \textit{forces}. The \textit{enables} operator represents the passive interpretation, while \textit{forces} represents the active one. These operations may be applied on the initial and final instants of each interdependent task. Additionally, these extreme points have two states, \textit{ready} and \textit{concluded}, indicating, respectively, that the task is ready to start (or finish) and that it has already started (or finished). These states are used in the first operand, indicating that it will enable or force the second operand before (ready) or after (concluded) its own execution.

Consider, for example, two tasks Ta and Tb, with initial and final points ia, ib, fa and fb. The interdependency Ta \textit{starts} Tb, which establishes that both tasks start simultaneously, may be extended into different interpretations:

\begin{itemize}
  \item \textit{ia} (ready) \textit{enables} \textit{ib} \textbf{AND} \textit{ib} (ready) \textit{enables} \textit{ia} – this statement indicates the passive situation, in which the tasks will start their execution only when both are ready (i.e., Tb will be enabled to start only when Ta is ready to start, and vice-versa), but neither will force the execution of the other.
  \item \textit{ia} (ready) \textit{forces} \textit{ib} – in this situation, when Ta is ready to begin, Tb is forced to start, indicating a master/slave active interdependency (similarly, Tb could be considered the master if \textit{ib} (ready) \textit{forces} \textit{ia}).
  \item \textit{ia} (ready) \textit{forces} \textit{ib} \textbf{AND} \textit{ib} (ready) \textit{forces} \textit{ia} – active interdependency with no master (the beginning of each task will force the beginning of the other).
\end{itemize}

In spite of the operators \textit{enables} and \textit{forces}, there are undefined situations remaining. Such a situation occurs, for example, in Ta \textit{before} Tb. After Ta and Tb have been finished, how should the coordination mechanism proceed if Tb wants to start again? Should it allow its execution, since Ta has already been executed (one to many relationship), or should it make Tb wait until Ta is executed again (one to one relationship)? A similar doubt arises for Ta
during Tb, i.e., how many times Ta is allowed to execute during a single execution of Tb?

In order to deal with such situations, it was necessary to include an optional parameter for the enables operator. This parameter indicates the number of times a condition (first operand) enables the event (second operand).

For example, to define that Ta before Tb allows the maximum of three executions of Tb for each execution of Ta, the following statements are used $fa (concluded) enables [3] ib$, indicating that, after each execution of Ta, Tb is allowed to execute up to three times. It is also possible to define that there is no restriction on the number of times a task may be executed after or during another (equivalent to define the parameter as infinite).

In order to enhance the flexibility of the model, it is also necessary to create the blocks and unblocks operators that, respectively disable and re-enable the execution of an event (second operand) when the state of the first operand is reached. The use of these operators, for example, allows for a new interpretation of Ta before Tb:

$ib (concluded) blocks ia$ – in this case, there is a restriction in the execution of Ta, which may not be executed anymore if Tb has already started its execution. There is no restriction on the execution of Tb (Tb does not have to wait for the execution of Ta, as would happen with the situation given by $fa (concluded) enables ib$).

Resource management interdependencies

Resource-related interdependencies may be represented by combinations of temporal relations. For example, if two tasks, Ta and Tb, may not use the same resource simultaneously, it is possible to define a “not parallel” dependency as the following statement, $ia (ready) blocks ib AND fa (concluded) unblocks ib AND ib (ready) blocks ia AND fb (concluded) unblocks ia$. However, besides being prone to deadlocks, this possibility ignores the notion of resource, which is quite important in the context of workflows and collaborative activities. Therefore, it is not sufficient to treat the problem of task interdependencies as a temporal logic problem. Moreover, considering resource management dependencies independently of temporal ones, a more flexible model is created, allowing the designer to deal with each kind of dependency separately.

Resource management interdependencies in the proposed model are complementary to temporal ones and may be used in parallel to them. This kind of interdependency deals with the distribution of resources among the
tasks. Three basic resource management dependencies were defined elsewhere [13].

Sharing – a limited number of resources must be shared among several tasks. Simultaneity – a resource is available only if a certain number of tasks request it simultaneously. It represents, for instance, a machine that may only be used with more than one operator. Volatility – indicates whether, after the use, the resource is available again. For example, a printer is a non-volatile resource, while a sheet of paper is volatile.

Each of the above interdependencies requires parameters indicating the number of resources to be shared, the number of tasks that must request a resource simultaneously and/or the number of times a resource may be used (volatility).

In the following section, we are going to show how the presented coordination model can be used to model the execution of a typical b-web, a value chain.

4. A BUSINESS-WEB EXAMPLE

The b-web typology comprises agoras, aggregations, alliances, value chains and distributive networks. Zooming into the value chain type of b-web, its main organization is called context provider, which “structure and direct the b-web network to produce a highly integrated value proposition” [1]. Other participants of this type of b-web may do everything else: manufacturing, delivering, on-site customer services, etc.

Value chains are further differentiated between routine production and shop production. While the former is product-centric and goods are designed for mass markets and production efficiency, the latter supports custom solutions where activities are not routine and are driven entirely by demand, that is, the end-customer is the one that triggers the value-creating process.

Cisco Systems is the quintessential example of shop production value chain b-web. Using Cisco’s Configuration Tool on the company’s web page, the end-customer receives guidance to prepare its order while all kinds of discounts and other services are being offered. Only after selling the good does Cisco make it. But, in reality, Cisco will coordinate the production process instead of actually making it.

Cisco plays the coordinator role in this shop production value chain b-web. Using the available configuration tool customers communicate their
orders, triggering the cooperation cycle among manufacturers, assemblers, distributors, component suppliers and the sales channels. The cooperation object itself is the computer (or solution) that will be shipped to the end-customer. Figure 4 illustrates how the Cisco b-web fits the 3C model.

![Collaboration model](image)

Figure 4. Collaboration model instantiated for Cisco Systems value chain b-web.

From the coordination point-of-view, it is possible to use the interdependencies presented in the previous section to model the b-web workflows. In order to illustrate that, we present an example of a simple transaction in a hypothetical value chain b-web, involving four independent participants, a customer, the context provider (like Cisco Systems), a producer, and a distributor. The workflow of this environment is represented in Figure 5, stressing aspects of the relation between the context provider and its partners. In this figure, tasks are described in the ovals and their relations in the hexagons. Dotted arrows indicate interdependencies and normal arrows, workflow transitions. The word or in the workflows indicates alternative paths (only one of them is followed). The absence of or indicates parallel paths. Letters a and b near the inter-related tasks are used to identify them in the directives inside the hexagons.
In the workflow of Figure 5, the customer must start the process by customizing and ordering the product in the context provider web site. This task starts the context provider’s workflow (the end of the consumer’s task forces the beginning of the context provider’s workflow). The customer then waits for the product or cancels the order. However, the order can only be cancelled if the product has not been delivered yet. This defines the relation between tasks deliver product (in the context provider workflow) and cancel order (in the customer workflow). The relation establishes that the beginning of the delivery blocks the order’s cancellation.

The context provider, after receiving an order, starts two parallel activities: payment confirmation and contact with the producer. This contact starts the producer’s workflow, in the same way the consumer started the context provider’s workflow (fa forces ib). After the payment confirmation and the ordering, the context provider must wait for the product to be ready. This determines the relation that when the producer concludes the product, task organize delivery in the context provider’s workflow is enabled. We do not use the forces operator here because it is possible that the product...
becomes ready before the payment confirmation, and in this case, the delivery must wait, although enabled by the producer.

When the context provider is ready to organize the delivery, it starts the distributor’s workflow, which has a close relationship to the rest of the context provider’s one. This relationship is expressed by means of the equals relationship \((ia \text{ enables } ib \text{ AND } fa \text{ enables } fb)\), meaning that the tasks occur almost simultaneously in the distributor and in the context provider.

The above example used only temporal interdependencies between tasks, but resource management dependencies could also be used in a straightforward way. For example, the context provider could have a stock, which defines an alternative route to that of contacting the producer. The task of getting the goods from the stock would have a volatility dependency, indicating that the stock would eventually finish.

It is necessary to reinforce that the presented example represents a single part of the whole b-web model. We did not stress all details for the modeled scenario (for instance, the consequences of the consumer’s cancellation, such as refund, devolution of the goods to the producer, and so on). Its main goal is to show how the coordination model may be used in a practical situation.

One of the advantages of using the coordination model to represent the workflow of b-webs is that, by means of a formal mathematical analysis (for example, using Petri Nets [13]), it is possible to anticipate and test the behavior of the interorganizational environments before their implementation. From the directives of the coordination model, it is also possible to define a direct mapping to construct the adequate software coordination mechanisms, as shown elsewhere [28].

5. CONCLUSION

At least potentially, collaboration can produce better results than individual work. In the e-business arena, more than a potential for better results, collaboration is a necessity. This necessity appears in the early stages of designing the software infrastructure, a task that usually requires collaboration among different professionals to deal with its several aspects, and remains during the e-business operations (B2B, B2C, C2B and C2C are collaborative activities, as their names clearly indicate).

B-webs are partner networks of producers, suppliers, service providers, infrastructure companies, and customers linked via digital channels. The b-web inter-enterprise way of doing business is a good representative of the need for computational support for collaboration in the workplace.

This paper focuses on the coordination aspects of Groupware Engineering, which are essential to the development of e-business
applications. It is important to reinforce, however, that coordination is just one aspect of this approach. Communication, cooperation and awareness are other aspects that must be also considered when developing useful groupware.

The coordination of interdependent tasks in interorganizational environments is a problem that should be addressed to ensure the effectiveness of the cooperation among organizations. The separation between activities and dependencies, as presented in the coordination model and the utilization of reusable coordination mechanisms are steps towards this goal.

As next steps of this research, the coordination model will be mapped to a language for the coordination specification (for example, an XML-based description of the tasks and interdependencies), and the coordination mechanisms will be implemented by software components (for example, Petri Nets may be used to model such mechanisms [28]).
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NOTES

1. Contact author: Alberto B. Raposo (abraposo@tecgraf.puc-rio.br). Tecgraf/PUC-Rio, Rua Marquês de São Vicente, 225,Gávea, Rio de Janeiro, RJ, Brazil, 22453-900. Tel. +55 21 2512-5984.
2. Although from the groupware point-of-view competition is seen as harmful for the collaborative activity, it is sometimes a reality in e-business systems. The term coopetition is associated to the b-web concept, a market space in which organizations both cooperate and compete with one another [1].
3. A time interval is characterized by two events, which in turn are associated to time instants. The first event is the starting (initial) time of an interval A, denoted here $i_a$. The other event is the ending (final) time of the same interval, denoted $f_a$, always with $i_a < f_a$. Allen’s relations between time intervals, A and B, are: equals ($i_a=ib$ and $f_a=fb$), starts ($ia=ib$ and $f_a < fb$), finishes ($ia>ib$ and $f_a=fb$), before ($fa < ib$), meets ($fa = ib$), overlaps ($ia < ib$, $ib < fa$ and $fa < fb$), during ($ia > ib$ and $fa < fb$).
4. Although useful, blocking situations should be carefully used, since they could create deadlocks.
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